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1. **Цель работы**

Найти кратчайший путь передвижения ладьи по заданному клеточному полю, соединяющий две указанные его клетки.

1. **Анализ задачи**

2.1. Исходные данные задачи: «карта» шахматной доски с информацией о начальной и конечной точек маршрута, о положении «стен» на «карте».

2.2. Результат: в случае успеха координаты движения ладьи, провала – сообщение об отсутствии решения либо ошибки.

2.3. Решение: улучшить алгоритм волновой трассировки (алгоритм Ли) согласно нашей задачи.

Алгоритм предназначен для поиска кратчайшего пути от стартовой ячейки к конечной ячейке, если это возможно.

Работа алгоритма включает в себя три этапа: **инициализацию**, **распространение волны** и **восстановление пути**.

Во время инициализации строится образ множества ячеек обрабатываемого поля, каждой ячейке приписываются атрибуты проходимости/непроходимости, запоминаются стартовая и финишная ячейки.

Далее, от стартовой ячейки порождается шаг в соседнюю ячейку, при этом проверяется, проходима ли она, и не принадлежит ли ранее меченной в пути ячейке.

Соседние ячейки принято классифицировать двояко: в смысле окрестности Мура и окрестности фон Неймана, отличающийся тем, что в окрестности фон Неймана соседними ячейками считаются только 4 ячейки по вертикали и горизонтали, в окрестности Мура — все 8 ячеек, включая диагональные (В данном случае классифицируем в смысле окрестности фон Неймана).

При выполнении условий проходимости и непринадлежности её к ранее помеченным в пути ячейкам, в атрибут ячейки записывается число, равное количеству шагов от стартовой ячейки, от стартовой ячейки на первом шаге это будет 1. Каждая ячейка, меченная числом шагов от стартовой ячейки, становится стартовой и из неё порождаются очередные шаги в соседние ячейки. Очевидно, что при таком переборе будет найден путь от начальной ячейки к конечной, либо очередной шаг из любой порождённой в пути ячейки будет невозможен.

Восстановление кратчайшего пути происходит в обратном направлении: при выборе ячейки от финишной ячейки к стартовой на каждом шаге выбирается ячейка, имеющая атрибут расстояния от стартовой на единицу меньше текущей ячейки. Очевидно, что таким образом находится кратчайший путь между парой заданных ячеек. Трасс с минимальной числовой длиной пути, как при поиске пути в окрестностях Мура, так и фон Неймана может существовать несколько. Выбор окончательного пути в приложениях диктуется другими соображениями, находящимися вне этого алгоритма. Например, при трассировке печатных плат — минимумом линейной длины проложенного проводника.

Для лучшего понимания ниже приведены рисунки этапов распространения волны и восстановления пути.
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*Рис.1. Этап распространения волны №1.*
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*Рис.2. Этап распространения волны №2.*
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*Рис.3. Этап распространения волны №3.*
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*Рис.4. Этап распространения волны №4 (конец алгоритма распространения).*

![C:\Users\Слава\Documents\GitHub\NSTU_Learning\Структуры данных и алгоритмы (курсач)\5.png](data:image/png;base64,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)

*Рис.5. Этап восстановления пути.*

На картинках выше показана работа алгоритма Ли в классификации окрестности фон Неймана.

В таком случае необходимо понимать, что работа алгоритма Ли не будет учитывать количество совершенных ходов ладьи для достижения конечной клетки.

*Тогда идеальным вариантом для решения этой задачи является решение, которое учитывает наименьшее количество ходов и наименьшее количество пройденных клеток ладьи* (программа, которая будет приведена ниже, решает только задачу с наименьшим количеством ходов).

**Постановка задачи:**

Найти путь с наименьшим количеством ходов ладьи до конечной клетки.

1. **Представление данных**

3.1. Входные данные:

В качестве входных данных из файла (in.txt) считывается двумерный массив объектов (object\_matrix[][]), который содержит информацию о положениях конечной и начальной позиции и стен (0 – пустая клетка, 1 – стена, 2 – начальная точка, 3 – конечная точка).

3.2. Выходные данные:

В качестве выходных данных в файл (out.txt) выводятся координаты точек маршрута из массивов px[] и py[], которые записывают координаты по оси Ox и Oy соответственно.

1. **Алгоритм решения задачи**

Подпрограмма int main() сначала запускает подпрограмму считывания матрицы объектов read\_objects(), после запускает подпрограмму корректировки данных correct\_matrix(), после чего запускает улучшенный алгоритм трассировки lee\_upgrade(), в конце которого запускается подпрограмма вывода out\_func().

Рассмотрим lee\_upgrade() поподробнее. Как говорилось выше, алгоритм состоит из трех этапов: инициализация, распространение волны и восстановление пути. Инициализация происходит в подпрограмме correct\_matrix(). В подпрограмме lee\_upgrade() остается 2 этапа: распространение волны и восстановление пути.

1. **Текст программы**

#include <stdio.h>

#include <iostream>

/\*

0 - пустая клетка

1 - стена

2 - начало

3 - конечная точка

\*/

const int W = 8; // ширина рабочего поля

const int H = 8; // высота рабочего поля

const int WALL = -1; // непроходимая ячейка

const int BLANK = -2; // свободная непомеченная ячейка

int object\_matrix[H][W];

int xs, ys, xf, yf; // начальные и конечные координаты

// s - start, f - final

int px[W \* H], py[W \* H]; // координаты ячеек, входящих в путь

int len; // длина пути

int read\_objects()

{

FILE\* in = fopen("in.txt", "r");

int i, j;

for (i = 0; i < 8; i++)

{

for (j = 0; j < 8; j++)

fscanf(in, "%d", &object\_matrix[i][j]);

j = 0;

}

fclose(in);

return 1;

}

int correct\_matrix()

{

xf = -3, yf = -3, xs = -3, ys = -3; // присваиваем недопустимые значения

for (int i = 0; i < 8; i++)

for (int j = 0; j < 8; j++)

{

if (object\_matrix[i][j] == 0)

object\_matrix[i][j] = BLANK;

else

{

if (object\_matrix[i][j] == 1)

object\_matrix[i][j] = WALL;

else

{

if (object\_matrix[i][j] == 2)

{

xs = i;

ys = j;

}

else

{

xf = i;

yf = j;

}

object\_matrix[i][j] = -2;

}

}

}

if (xf == -3 && xs == -3)

{

printf\_s("Отсутствую данные о начальной и конечной точках.\n");

return 0;

}

else if (xf == -3)

{

printf\_s("Отсутствую данные о конечной точке.\n");

return 0;

}

else if (xs == -3)

{

printf\_s("Отсутствую данные о начальной точке.\n");

return 0;

}

return 1;

}

void out\_func()

{

FILE\* out = fopen("out.txt", "w");

for (size\_t i = 0; i < len + 1; i++)

fprintf(out, "(%d, %d) ", px[i], py[i]);

}

bool lee\_upgrade(int ax, int ay, int bx, int by) // поиск пути из ячейки (ax, ay) в ячейку (bx, by)

{

int dx[4] = { 1, 0, -1, 0 }; // смещения, соответствующие соседям ячейки

int dy[4] = { 0, 1, 0, -1 }; // справа, снизу, слева и сверху

int d, x, y, k;

bool stop;

if (object\_matrix[ax][ay] == WALL || object\_matrix[bx][by] == WALL) return false; // ячейка (ax, ay) или (bx, by) - стена

if (ax == bx && ay == by)

{

len = 0;

px[0] = ay;

py[0] = ax;

out\_func();

return true;

}

// распространение волны

d = 0;

object\_matrix[ax][ay] = 0; // стартовая ячейка помечена 0

do

{

stop = true; // предполагаем, что все свободные клетки уже помечены

for (y = 0; y < H; ++y) // Ищем клетку с меткой d

for (x = 0; x < W; ++x)

if (object\_matrix[x][y] == d) // ячейка (x, y) помечена числом d

{

for (k = 0; k < 4; ++k) // проходим по всем непомеченным соседям

{

int iy = y + dy[k], ix = x + dx[k];

while (object\_matrix[ix][iy] != WALL && iy >= 0 && iy < H && ix >= 0 && ix < W) // ... Пока не упремся в стену

{

if (iy >= 0 && iy < H && ix >= 0 && ix < W && object\_matrix[ix][iy] == BLANK && object\_matrix[ix][iy] != WALL) // Ищем непомеченные клетки

{

stop = false; // найдены непомеченные клетки

object\_matrix[ix][iy] = d + 1; // распространяем волну

}

iy += dy[k];

ix += dx[k];

}

}

}

d++;

} while (!stop && object\_matrix[bx][by] == BLANK);

if (object\_matrix[bx][by] == BLANK) return false; // путь не найден

// восстановление пути

len = object\_matrix[bx][by]; // количество ходов кратчайшего пути из (ax, ay) в (bx, by)

x = bx;

y = by;

d = len;

while (d > 0) // Пока не дойдем до начальной точки

{

// записываем ячейку (x, y) в путь

px[d] = y;

py[d] = x;

d--;

for (k = 0; k < 4 && !stop; ++k) // Проверяем всевозможные направления

{

int iy = y, ix = x;

while (iy >= 0 && iy < H && ix >= 0 && ix < W && object\_matrix[ix][iy] > 0) // двигаемся до того момента, пока упремся в стену

{

iy = iy + dy[k], ix = ix + dx[k];

if (ix < 8 && iy < 8 && object\_matrix[ix][iy] == d) // если нашли клетку с меньшим ходом на 1

{

stop = true;

x = ix; // переходим в ячейку, которая на 1 ближе к старту

y = iy;

break;

}

}

}

stop = false;

}

// теперь px[0..len] и py[0..len] - координаты ячеек пути

px[0] = ay;

py[0] = ax;

out\_func();

return true;

}

int main()

{

setlocale(LC\_ALL, "rus");

if (read\_objects())

{

if (correct\_matrix())

{

if (lee\_upgrade(xs, ys, xf, yf))

printf\_s("Решение найдено!\n");

else

printf\_s("Решение не найдено!\n");

}

else

printf\_s("Ошибка в данных.\n");

}

else

printf\_s("Ошибка при считывании из файла.\n");

printf\_s("Нажмите любую клавишу для выхода из программы.\n");

getchar();

}

1. **Набор тестов**

|  |  |  |
| --- | --- | --- |
| № | Содержимое in.txt | Назначение |
| 1 | 0 0 0 0 0 0 0 0  0 0 0 0 0 0 0 0  0 0 0 0 0 0 0 0  0 2 0 0 0 0 0 0  0 0 0 0 0 0 0 0  0 0 0 0 0 0 0 3  0 0 0 0 0 0 0 0  0 0 0 0 0 0 0 0 | Минимальный тест |
| 2 | 0 0 0 0 0 0 0 0  0 0 0 0 0 0 0 0  0 0 0 0 1 0 1 1  0 2 0 0 1 0 1 0  0 0 0 0 1 0 1 1  0 0 0 0 1 0 0 3  0 0 0 0 1 1 1 1  0 0 0 0 0 0 0 0 | Тест с препятствиями (проходимый) |
| 3 | 0 0 0 0 0 0 0 0  0 0 0 0 0 0 0 0  0 0 0 0 1 1 1 1  0 2 0 0 1 0 1 0  0 0 0 0 1 0 1 1  0 0 0 0 1 0 0 3  0 0 0 0 1 1 1 1  0 0 0 0 0 0 0 0 | Тест с препятствиями (непроходимый) |
| 4 | 0 0 0 0 0 0 0 0  0 0 0 0 0 0 0 0  0 0 0 0 1 1 1 1  0 0 0 0 1 0 1 0  0 0 0 0 1 0 1 1  0 0 0 0 1 0 0 0  0 0 0 0 1 1 1 1  0 0 0 0 0 0 0 0 | Тест, в котором отсутствуют начальная и конечная точки |
| 5 | 0 0 0 0 0 0 0 0  0 0 0 0 0 0 0 0  0 0 0 0 1 1 1 1  0 0 0 0 1 0 1 0  0 0 0 0 1 0 1 1  0 0 0 0 1 0 0 3  0 0 0 0 1 1 1 1  0 0 0 0 0 0 0 0 | Тест, в котором отсутствует начальная точка |
| 6 | 0 0 0 0 0 0 0 0  0 0 0 0 0 0 0 0  0 0 0 0 1 1 1 1  0 0 0 0 1 0 1 0  0 0 0 0 1 0 1 1  0 0 0 0 1 0 0 2  0 0 0 0 1 1 1 1  0 0 0 0 0 0 0 0 | Тест, в котором отсутствует конечная точка |

1. **Результаты работы программы**

|  |  |  |
| --- | --- | --- |
| № | Содержимое out.txt | Вывод консоли |
| 1 | (1, 3) (7, 3) (7, 5) | Решение найдено! |
| 2 | (1, 3) (1, 1) (5, 1) (5, 5) (7, 5) | Решение найдено! |
| 3 | -------------------------------- | Решение не найдено! |
| 4 | -------------------------------- | Отсутствую данные о начальной и конечной точках.  Ошибка в данных. |
| 5 | -------------------------------- | Отсутствую данные о начальной точке.  Ошибка в данных. |
| 6 | -------------------------------- | Отсутствую данные о конечной точке.  Ошибка в данных. |